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Figure 43: Two Designs Popup

Non-project mode has a similar state. An easy way to get into this state is to open multiple
checkpoints without closing either. Run close design to close a checkpoint before opening a
second one. It is easiest to run the start gui command and manage the multiple designs
using the Vivado IDE graphical user interface.

Multiple Windows

Users with multiple monitors can float windows or designs. To open an entire Design in a
different window (for example, when you have multiple Synthesized Designs open and you want
to view them simultaneously), right click the blue Design bar. Select Open in New Window
from the popup menu.

Synthesized Design - netlist_2 - synth_2  constrs_2 | xc7k70tfhg484-2 make active

[ netist_1-synth_1 | constrs_2 | xc7k70tfbg484-2 x | [0 netlist_2 - synth_2 | constrs_2 | xc7k70tfbg484-2 x Close
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Figure 44: Float a Design
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i. X"_l NX Viewing the Schematic

For information on floating an individual window from a design, see Using Windows in the
Vivado Design Suite User Guide: Using the Vivado IDE (UG893) at the location cited under
References in Additional Resources at the end of this document.
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i. XIL'NX Design Runs Window

Chapter 3

Analyzing Implementation Results

This chapter discusses techniques for reviewing a design after implementation to understand
behavior inside the device, including:

Reviewing placement for hierarchical blocks
I0s

Looking at connectivity

Cross probing between views

Reviewing detailed routing

Design Runs Window

The Design Runs window displays the state of the current runs.

For more information, see Using the Design Runs Window in the Vivado Design Suite User Guide:
Implementation (UG904) at the location cited under References in Additional Resources at the
end of this document.

If the run is running, finished cleanly, or finished with errors, the Design Runs window appears
when a run is done.

O TIP: If the run is not up to date, select Force up to date from the popup menu.

Design Runs — 0O 2 X
. MName Part Constraints Strategy Status Progress Start Elapsed
_: = synth_1 ®c7k70tfbg484-2  constrs_2 Vivado Synthesis Defaults (Vivade Synthesis 2013) synth_design Complete! I 100%: 7/19/12 10:11 AM  00:03:20
aq v impl_1 nc7kF0tfbg484-2  constrs_2 Vivado Implementation Defaults (Vivado Implementation 2012}  route_design Complete! N 100%: 7/19/12 10:15 AM  00:03:06
—1-+f synth_2 (zctive) xc7k70tfhg484-2 constrs_2  PlanAhead Defaults (XST 14) XST Complete! I 100% 7/19/12 7:55 AM  00:00:35

-y impl_2 e)  xc7k70tfbg484-2 constrs_2  Higher Effort (Vivade Implementation 2012) Implementation Out-of-date I 100% 7/19/12 10:03 AM 00:03:21

« m » E‘
& 7d Console | (O Messages | B Log | 2 Reports' [% Design Runs
Figure 45: Design Runs Window
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i. XIL'NX Design Runs Window

The Design Runs Window does the following:

e Displays the message route design Complete!

e Gives a brief summary.

e Reports any design error.

e Does not report whether the design met timing.

e Does not report Critical Warnings or other design issues.

If you are using the Vivado™ IDE project flow, review the Messages tab for your active

implementation. Messages are grouped by each step in the run flow. The critical information
from the implementation steps appears in this view. See the message in the log file to view the

context.
Messages — 0=
Q, [¥ (13 warnings[¥ @ 203 infos =090 A
=a
pihy
= fios)
Implementation (5 we s, 49 infos)
@ Design Initialization (3 infos]

i) Opt Design (7 infos]
) Place Design (2 warnin
) Phys Opt Design (1
th-(1) Rioute Design (3 warr ,
=@ Write Bitstream (7 infos]
i) [Netlist 29-17] Analyzing 16 Unisim elements for replacement
i) [Netlist 29-28] Unisim Traneformation completed in 0 CPU seconds
-1} [Project 1-111] Unisim Transformation Summary:

A total of 50 instances were transformed.

FD == FDCE: 15 instances

FDC == FDCE: 16 instances

FDE == FDCE: 1instances

FDP == FOPE: 16 instances

FDR == FDRE: 2 instances
-0} [Common 17-78] Attempting to get a license: Implementation
i) [Common 17-230] Got license for Implementation
- [Common 17-221] Device 'xc7k70t license avaiable: Implementation
i) [Common 17-33] Releasing license: Implementation

0 oo
o'
]

& Td Console™, ) Messages | [i Log | |2 Reports | % Design Runs

Figure 46: Messages Grouped by Step

If there are warnings or errors, review one of the reports listed above for more information.

Some messages crossprobe back to the design elements related to the message.
To analyze the design in the context of the message, you might need to open either:
e Implemented Design (using the netlist at the end of implementation), or

e Netlist Design (using the netlist before implementation)
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Messages O ¢ =
a [ @ 38 critical warnings [ % & warnings ) 60 infos
== =T T F
[ (1) [Common 17-291] Device 'xc7k70t' license available: Implementation 0
% () [Route 35-23] Estimated Global Vertical Wire Utilization = 9.03 %
{j} «i“ [Route 35-22] Estimated Global Horizontal Wire Utiization = 12.91 %
N 4@ [Route 35-57] Estimated Timing Summary | WNS=0.588 | TNS=0 | WHS=-0.45 | THS=-1.65e+03| =
U]} - [Route 35-57] Estimated Timing Summary | WNS=1,14 | TNS=0 | WHS=N/& | THS=N/A |
() [Route 35-57] Estimated Timing Summary | WHNS=1,14 | TNS=0 | WHS=0.0134 | THS=0 |
-3 [Route 35-20] Post Routing Timing Summary | WNS=1,15 | TNS=0 | WH5=0.0529 | THS=0 | -
- [Route 35-61] The design met the timing requirement. =]
= Td Consale. () Messages | (& Log | ) Reports | [ Design Runs

Figure 47: Post Implementation Messages

The router gives a message if a design met timing or not.

ﬁ IMPORTANT: The router is not sign off timing. Only report timing summary is sign
off timing.

Review the Timing Summary Report to determine if the design meets timing. If it did not meet
timing, review the timing closure techniques discussed in Chapter Five: Closure Techniques.

In the non-project flow (provided that the Vivado IDE graphical user interface is open),
messages generated during that executable session still show in the Messages Window.
Otherwise, review the following:

e Vivado IDE log
e Notes, Warnings and Errors

If you are running without the Vivado IDE graphical user interface, run the TCL
report timing summary command to determine if the design met timing.

More Analysis

After implementation finishes, you may want to analyze the design to see how it interacts with
the device. The Vivado IDE has a number of metrics to help you determine logic and routing
usage inside the device. The Metrics color code the device window based on a specified rule.
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More Analysis

Implemented Design - impl_3 | constrs_2 | xc7k70ttbge76-2 (active) b4
Metrics — O = [ Package x |§p Device X v
Q I =g [ = FF Utiization per CLB | =5 LuT Utilization per CLB
=-CLB Metrics (4 3
S 3 U Utiization per CL&|
% FF Utilization per CLB ol
== Vertical routing congestion per CLE
E ‘- Horizontal routing congestion per CLB &
L--Pl_aluck Metrics (2]
-t LUT Utilization per Pblock -
L-t@ FF Utilization per Pblock b
%
5
Y
& sources | () Metiist-, 5 Metrics "Pj}:
Metric Properties _ 0O i
& > 55|+ 0
O
5 LUT Utilization per CLB i :
E
Summary p E
% of LUT resources consumed by LOC Constraints 4 E
Details
Helps to visualize LT densities of your placed design.
Bins
1d From To Shaow Color
1 0 70 [ 1255, 2...
7] 70 85 7 1255, 2...
3 85 100 7 [ 255, 1...
4 100 o 7 B 255, 0, 0
4 Properties Clock Regions
Metric Results - CLBs (5125)
il Id MName Type Row Col Sites Instances FF Util (%) LUT Ul (3%6) W
|| [ 1 CLELM_L_X... CLBLM L 124 38 2 8 0.00 100.00 [ -
2 CLELM_L_X... CLBLM_L 102 44 2 13 .25 100.00
H 3 CLELM_L_X... CLBLM_L 135 83 2 10 25 100.00 [
| 4 CLBLM_L_X... CLBLM_L 135 44 2 14 37.50 100.00 [
H s CLBLM_L_X... CLBLM_L 145 44 2 17 5 100,00 [
W s CLBLM_R_X... CLBLM_R 136 43 2 16 50. 100.00 [
W\ 7 CLBLM L X... CLBLM L 103 44 2 3 6.25 25.00
CLELM_R_X... CLBLM R 135 43 2 15 43.75 100,00 [
H o CLELM_L_X... CLBLM L 133 83 2 11 6.25 100.00 0 -
,a_ T k @
[ CLBs (5125) x
B Td Consale | > Messages | [ Log | [2 Reports | (% Design Runs | 53 Package Pins | [ I/0O Ports~ 5 Metric Results
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Metrics Requiring a Placed Design
Four metrics require a placed design in order to be accurate. They do not require a fully routed
design.
e LUT Utilization per CLB
Color codes slices based on placed LUT utilization.
e FF Utilization per CLB
Color codes slices based on placed FF utilization.
e Vertical Routing Congestion per CLB
Color codes the fabric based on a best case estimate of vertical routing usage.
e Horizontal Routing Congestion per CLB

Color codes the fabric based on a best case estimate of horizontal routing usage.

Metrics in a Netlist Design With No Placement

Two metrics are applicable if there are Pblocks. They do not depend on placement.
e LUT Utilization per Pblock

Color codes the Pblock based on an estimate of how the LUTs will be placed into the slices
contained in the Pblock.

e FF Utilization per Pblock

Color codes the Pblock based on an estimate of how the FFs will be packed into the slices
contained in the Pblock.

More than one rule can be used at a time as shown in the figure above (Metrics). Both LUT
Utilization per CLB and FF Utilization per CLB are on.

TIP: If there are sections of the design with high utilization or high estimates of routing
congestion, consider tweaking the RTL or placement constraints to reduce logic and
routing utilization in that area.

Highlight Placement

Another way to review design placement is to analyze cell placement. The Highlight Primitives
command helps in this analysis.

1. In the Netlist Window, select the levels of hierarchy to analyze.

2. From the popup menu, select Highlight Primitives > Select a color.

3. If you select multiple levels of hierarchy, select Cycle Colors.

The primitives that make up the cells are color coded in the Device window.
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Figure 49: Highlight Hierarchy

The color coding readily shows that UsbEngine0 (in yellow):

e Uses a number of Block RAM and DSP48 cells.

e Isin the top clock region of the chip except where the DSPs bleed out.

e Is not highly intermingled with other logic (cells) in the design.

It is easy to see that the £ftEngine (in red) and the cpuEngine (in brown) are intermingled.
The two blocks primarily use different resources (DSP48 as opposed to slices). Intermingling

makes best use of the device.

Show Connectivity

It can be useful to analyze a design based on connectivity. You might want to review the
placement of all the logic driven by an input, a Block RAM, or a bank of DSPs. Run the Show
Connectivity command for this purpose. Show Connectivity takes a set of cells or nets as a
seed, and selects objects of the other type. Use this technique to build up and see cones of logic

inside the design.
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The figure above (Show Connectivity) shows a Block RAM driving logic inside the device
including OBUFs. A synthesis pragma stops synthesis from placing the output flop in the Block
RAM during memory inferencing.

Fixed and Unfixed Logic

The tool tracks two different types of placement:
e Elements placed by the user (shown in orange) are Fixed.
e Fixed logic is stored in the XDC.
¢ Fixed logic normally has a LOC constraint and might have a BEL constraint.

e Elements placed by the tool (shown in blue) are Unfixed.
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Figure 51: Fixed Unfixed

The IO and Block RAM placement is Fixed. The slice logic is Unfixed.
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i. XIL'NX Manual Floorplanning

Advantages of Detailed Gate-Level Floorplanning

Detailed gate-level floorplanning works with hand routing nets.

Detailed gate-level floorplanning can extract the most performance out of the device.

Disadvantages of Detailed Gate-Level Floorplanning

Detailed gate-level floorplanning is time consuming.
Detailed gate-level floorplanning requires extensive knowledge of the device and design.

Detailed gate-level floorplanning may need to be redone if the netlist changes.

O RECOMMENDED: Use detailed gate-level floorplanning as a last resort.

Information Re-Use

Re-use information from a design that met timing. Use this flow if the design does not
consistently meet timing. To re-use information:

1. Open two implementation runs:

N

w

One for a run that is meeting timing.

One for a run that is not meeting timing.

TIP: On a computer with multiple monitors, select Open Implementation in New
Window to open a design in a new window. For more information, see Multiple
Windows.

. Look for the differences between the two designs.

Identify some failing timing paths from report timing summary.

On the design that is meeting timing, run report timinginmin max mode to time those
same paths on the design that meets timing.

. Compare the timing results:

—clock skew
logic delay
placement

route_delays

4. 1f there are differences in the amount of logic delay between path end points, revisit the
synthesis runs.
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Review Element Placement

Review the placement of the elements in the design. Compare two IO reports to review the IO
placement and IO standards. Make sure all the IOs are placed. A simple search finds all IOs
without fixed placement as shown in the following figure (IO Is Not Fixed).

¢ Find [5m]

Find | Instances -

-

I

Criteria

Type - | |is * [|IO -
AND ~ | Status v | it + || Fixed v

[ Match Case

Open in a new tab

Ok ] [ Cancel

Figure 66: 10 Is Not Fixed

Consider placing all the clock primitives based on the run that met timing. The Clock Utilization
Report lists the placement of the clock tree drivers, as shown in the following figure (Clock
Locations).
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| Package X | Device X | ) Clock Utilization Report - impl_2 x | mE

n C:ftemp/project_cpu_hdl_tutorialfproject_cpu_hdl_tutarial.runs fimpl_2top_dod:_utilization_placed.rpt Read-only

" |157 4 Location of BUFG Primitiwves -

n 158 set_property LOC BUFGCTEL_XO0Y1 [get_cells clkgen/clkf buf]

A 159 set_property LOC BUFGCTIRL _KO0Y0 [get_cells mgtEngine/gt_usrclk socurce/bufg inst]

c% 160 set_property LOC BUFGCTERL_XO0Y16 [get_cella mgtEngine/gt_usrclk_source/txoutclk bufgl_i]

IEI—a 161 set_property LOC BUFGCTEL X0Y17 [get cells mgtEngine/gt usrclk source/txoutclk bufgl i]

=162 set_property LOC BUFGCTEL XO0Y1E [get cells mgtEngine/gt usrclk source/txoutclk bufgZ i]

Ij% 163 set_property LOC BUFGCTEL_X0Y19 [get_cells mgtEngine/gt_usrclk_source/txoutclk _bufg3_i]

% | 164 set_property LOC BUFSCIRL X0Y7 [get_cella clkgen/clkoutd _buf]

."I."I 145 set_property LOC BUFGCTRL_XO0Y3 [get_cella clkgen/clkout? buf]

P 166 set_property LOC BUFGCTEL X0Y4 [get_cells clkgen/clkout3 buf]

=167 set_property LOC BUFGCIRL X0¥2 [get_cells clkgen/clkoutl buf]

@ 168 set_property LOC BUFGCTEL_XO0YS [get_cells clkgen/clkoutd buf] £
169 set_property LOC BUFGCTIERL_XO0Y& [get_cells clkgen/clkout5_buf]

@ 170

Q 171 # Location of IO Clock Primitiwves

u 172

— 173 # Location of MMCM Clock Primitives

ﬁ 174 set_property LOC MMCMEZ ADWV X1Y0 [get_cells clkgen/mmcm adv_inat]

175 g

I < | m | 3

Figure 67: Clock Locations
The LOC constraints can easily copied into your XDC constraints file.
Many designs have met timing by reusing the placement of the Block RAMs and DSPs. Select

Edit > Find to list the instances.

4. Find

(3]

Find | Instances -
Criteria

Type - ||is + | Blodk Memory -
OR  « ||Type - ||is LllBlock Arithmetic -

Open in a new tab

[ Match Case

QK

] [ Cancel
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Adding Placement Constraints

Fix the logic to add the placement constraints to your XDC.
1. Select the macros from the find results.
2. Right click.

3. Select Fix Instances.

Manual Floorplanning

Find Results - Instances - Type is ‘Block Memory' | Type is ‘Block Arithmetic' (188) _ O =
& =
Id MName Cell Instance Pin Count
et [l 31  cpuEnginefor 1200_gmem_top/or 1200_gmem_ram/framb16_s3_1 RAMB1SE1 116 | [& Instance Properties... Ctrl+E b
.@. [l 32  cpuEnginefor 1200_gmem_topjor 1200_gmem_ram/framb16_s9_2 RAMB18E1 16 | g Export Statistics..
[l 33  cpuEngine/or 1200_gmem_top or 1200_gmem_ram/framb16_s9_3 RAMB1SE1 116
(il 34 cpuEngine/or 1200_sbor 1200_sb_ffo/asyne_ ﬁﬁ:,fhard fifo.fif... FIFO36EL 195 Unplace Ctrl+U
|5 [35  [ftEngine/ff d Swap Locations Ctrl+W E
E & Assign...
ﬂ & Unassign
E @ Draw Pblock
E Mew Pblock...
% = Select Primitives Ctrl+Shift+5
E Select Primitive Parents
E3 #  Highlight Primitives v
E Unhighlight Primitives
[ | @ Highlight »
43 Unhighlight a
|
@ Mark Ctrl+ M =
| [@ Instances - Type is 'Block Memory' | Type is 'Block Arithmetic' (186) x | )
Unrmark Ctrl+Shift+M
= = ) -
Td Console LC) Messages LE& Log LQ Reparts Lﬁ, Design Runs LD Package Pins | Cr I | e |:

Figure 69: Selecting the Logic to Fix

@ RECOMMENDED: Analyze the placement based on hierarchy name and highlight before

fixing the placement.

Re-Using Placement

It is fairly easy to re-use the placement of:
o IOs

¢ Global Clock Resources

e BlockRam

e DSP macros

Re-using this placement helps to reduce the variability in results from one netlist revision to the

next. These primitives generally have stable names. The placement is usually easy to maintain.
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TIP: Do not reuse the placement of general slice logic. Do not re-use the placement for
sections of the design that are likely to change.

Hand Floorplanning

Consider gate floorplanning for a design that has never met timing, and in which changing the
netlist or the constraints are not good options.

O RECOMMENDED: Try hierarchical floorplanning before considering gate level
floorplanning.

Hierarchical Floorplanning
Hierarchical floorplanning allows you to place one or more levels of hierarchy in a region on the
chip. This region provides guidance to the placer. The placer does the detailed placement.

Hierarchical floorplan creation is fast compared to gate floorplanning. A good floorplan can
improve timing. The floorplan is resistant to design change.

The level of hierarchy acts as a container for all the gates. It will generally work if the netlist
changes.

Hand Gate Placement

Hand gate placement can obtain the best performance from a device. When using this
technique, designers generally use it only on a small block of the design. They may hand place a
small amount of logic around a high speed IO interface, or hand place Block RAMs and DSPs.
Hand placement can be slow.

All floorplanning techniques can require significant engineering time. They may require
floorplan iterations. If any of the gate names change, the floorplan constraints must be updated.

In hierarchical floorplanning:

o Identify the lower levels of hierarchy that contain the critical path.
e Use the top level floorplan to identify where to place them.

e Implementation places individual gates.

e Has comprehensive knowledge of the gates and timing paths.

e Generally does a good job of fine grain placement.

When floorplanning, you should have an idea of final pinout. It is useful to have the IOs fixed.
The IOs can provide anchor points for starting the floorplan. Logic that communicates to IOs
migrates towards the fixed pins.
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TIP: Place blocks that communicate with IOs near their IOs. If the pinout is pulling a block
apart, consider pinout or RTL modification.
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Figure 70: 10 Components Pulling Design Apart
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Manual Floorplanning

The floorplan shown in the figure above (I0 Components Pulling Design Apart) may not help
timing. Consider splitting the block apart, changing the source code, or constraining only the
Block RAMs and DSPs.

The Pblock above is represented by the XDC constraints:

create Pblock Pblock fftEngine

add_cells to Pblock [get Pblocks Pblock fftEngine] [get cells -quiet [list
usbEnginel]]

resize Pblock [get Pblocks Pblock fftEngine] -add

{SLICE X8Y105:SLICE X23Y149}

resize Pblock [get Pblocks Pblock fftEngine] -add {DSP48 X0Y42:DSP48 X1Y59}
resize Pblock [get Pblocks Pblock fftEngine] -add {RAMB18 X0Y42:RAMB18 X1Y59}
resize Pblock [get Pblocks Pblock fftEngine] -add {RAMB36 X0Y21:RAMB36 X1Y29}

There is one line assigning the level of hierarchy to the Pblock. There are four resource types
each with its own grid. Logic that is not constrained by a grid can go anywhere in the device. To
constrain just the Block RAMs in the level of hierarchy, disable the other Pblock grids.
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Pblock Properties
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General | Attributes | Statistics | Instances | Rectangles
3 Properties | @@ Clock Regions

Figure 71: Pblock Grids

The resulting XDC constraints the simplified Pblock:

create Pblock Pblock fftEngine

add_cells _to Pblock [get Pblocks Pblock fftEngine] [get cells -quiet [list
usbEnginel]]

resize Pblock [get Pblocks Pblock fftEngine] -add {RAMB18 X0Y42:RAMB18 X1Y59}
resize Pblock [get Pblocks Pblock fftEngine] -add {RAMB36 X0Y21:RAMB36 X1Y29}

The Block RAMs are constrained in the device, but the slice logic is free to migrate to the IOs.

TIP: When floorplanning logic, be careful not to floorplan hierarchy in such a manner that
it crosses the central config block.
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Appendix A

Additional Resources

Xilinx Resources

For support resources such as Answers, Documentation, Downloads, and Forums, see the Xilinx®
Support website at:

www.xilinx.com/support

For a glossary of technical terms used in Xilinx documentation, see:

www.xilinx.com/company/terms.htm

Solution Centers

See the Xilinx Solution Centers for support on devices, software tools, and intellectual property
at all stages of the design cycle. Topics include design assistance, advisories, and
troubleshooting tips.

References

These documents provide supplemental material useful with this guide:

Vivado Design Suite 2012.3 Documentation,
www.xilinx.com/support/documentation/dt vivado vivado2012-3.htm
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